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Abstract

We describe a novel approach to delivering an introductory computer science course for first-year undergraduates, using computer security topics to explore core CS concepts. Our course is a first attempt at merging aspects of capture the flag-style challenges, puzzle-based learning, and alternate reality games (ARGs), with the goal of improving student engagement, increasing awareness of security as a discipline and professional opportunity, and providing context for the social relevance of security to our lives. Our challenges synthesize hands-on problem-solving, immediate feedback on incremental progress, scaffolded learning, a loosely-connective narrative, and a sense of intrigue to draw students into active engagement with course material. In this paper, we motivate the use of ARG characteristics to connect course tasks, we discuss our goals, course design, and a mixed-method evaluation of our objectives (using reflective journaling, cognitive interviews, and pre- and post-surveys using an adaptation of the Computer Attitude Scale instrument), and summarize our preliminary findings.

1 Introduction

Cybersecurity education programs are finding it difficult to meet new and projected workforce demands [9]. While specialized programs and professional certificates may be an appropriate short-term strategy to satisfy the immediate need for qualified professionals [14], future demand needs to be addressed by curbing more systemic trends affecting CS and computer security education. Indeed, these feelings are reflected in the US CyberSpace Policy Review, a 2009 report commissioned by President Obama (and a sentiment he repeated more recently at the 2015 Summit on Cybersecurity and Consumer Protection), which recommends the expansion of university educational programs for digital safety, ethics, and security. Unfortunately, computer security is still underrepresented in many undergraduate CS curricula and curricular standards. As an example, the ACM Computer Science Curricula 2013 guidelines recommend a minimum of three contact hours of information assurance and security throughout an entire undergraduate CS program [4]. While security issues permeate nearly all aspects of our day-to-day lives, the technical complexities and mundane subtleties of computer security do not easily lend themselves to a lower-division college curricula [7, 22]. As a result, security is often left as upper-division electives, precluding all but the most advanced and self-selected students from enrolling, and limiting the time students have to explore the field. Thus, a significant challenge in computer security pedagogy is in identifying the appropriate topics and exercises that teach security concepts to a wider, lower-division audience (particularly students with no CS background) and that foster curiosity in security as a discipline, as well as develop a broader interest in CS and other STEM disciplines.

Similar deficiencies have been identified in the computer science curriculum, more broadly. There has been a recent acknowledgement by the computer science pedagogical community that the traditional approach to introductory CS courses—often a two or three course sequence in programming and architecture—may be failing to educate and retain students in the discipline, particularly students from populations underrepresented in CS. Common shortcomings have been identified as: (i) communicating the lack of real-world context and social relevance for the discipline, (ii) the reinforcement of preconceived notions of CS as a solitary and isolating pursuit, and (iii) limitations on creativity and individual expression in overly-constrained coursework [12, 13, 20, 21]. In fact, research shows that early exposure to engaging, social, and meaningful coursework is one of the strongest factors in CS undergraduate student retention [5].

Some universities have sought to re-design their introductory CS coursework, employing new methods and objectives to address these deficiencies. In particular,
CPE123 is a reinvented introduction to computer science offered at Cal Poly, San Luis Obispo [20, 21]. In this course, students engage with core CS principles through constructivist, open-ended assignments. The course is offered in a variety of “flavors” (including robotics, computational art, video game design, and digital music production), allowing students to explore CS concepts through pre-existing interests. Results from CPE123 and courses like it at other universities have shown decreased attrition rates, increased student performance in subsequent CS courses, and demonstrate a higher retention rates among minorities in CS.

In this paper, we report on our initial observations in developing a new and experimental “flavor” of CPE123 designed to engage first-year, undergraduate students in CS and computer security principles, through a series of thematically-connected, game-like coursework. The broad objectives of the course are: to attract undergraduates that have no prior experience in CS or security, using authentic problems demonstrating the relevance of security to the world around them; to highlight the role of computers in solving problems; and to challenge students to think “adversarially.” Using puzzles, game play, and team-based projects, we have developed a collection of accessible and engaging exercises that explore security topics typically reserved for advanced computer science majors, despite their wide relevance to the public.

We present this content in a novel way, using techniques drawn from alternate-reality games (ARGs). ARGs are story-driven, trans-media art, designed to encourage players to collaboratively uncover and interpret fragments of a story, distributed across multiple forms of media, using the “real world” as its platform. First used for promotional and marketing purposes, ARGs have garnered attention in educational settings [8, 19, 26, 29], and have been shown to have valuable pedagogical characteristics, e.g., being social and inclusive, stimulating counterfactual thinking, and supporting student autonomy—many of the same characteristics observed to be lacking in current curricula.

Our preliminary results show our course to be quite successful in achieving these goals. Evaluation based on pre- and post-surveys, reflective journal prompts, and cognitive interviews reveals that our approach improves student attitudes and beliefs about computer security as a discipline, their self-perception of their success in the field, and generally improves their awareness and behaviors with respect to security and privacy concepts.

2 Related Work

The use of games in communicating computer security concepts is not new. Indeed, “capture the flag” (CTF) events—a catch-all term used to describe a variety of full and partial simulation challenges—have exploded in both number and diversity. In addition to traditional red/blue team attack and defense exercises, there are CTF events that are purely defensive (e.g., the National Collegiate Cyber Defense Competition), that focus on puzzles in a specific security sub-discipline (e.g., Matasano Crypto Challenges [3]), and that target participation by high school students (e.g., picoCTF [10]). Intercollegiate leagues for CTF games have even been designed, with brackets, divisions and sanctioned competitions [1, 2]. Some are even using competitive CTF-style game play directly in the classroom [28, 31].

We differentiate our work from classroom-based CTFs in many ways. Students do not engage in attack-defend scenarios, or competitively play against one another. Our game is long-form, taking weeks rather than days to play. While our approach appears similar in many respects to “Jeopardy-style” CTF challenges and puzzle-based learning [15], it deviates in its use of intrigue-building narratives, reinforcement through incremental progress, and scaffolded learning. Our ARG challenges are best compared to those of picoCTF [10], however, in their use of these features for pedagogical effect and evaluation.

3 Course Design & Methodology

At high level, our course aims to: (1) teach core CS principles, providing a foundation and context for more traditional, introductory CS coursework, (2) explore those core concepts through the lens of computer security, inspiring students to think adversarially about complex systems, and (3) remove many barriers commonly attributed to poor CS engagement, including isolation and exclusion, a lack of social relevance, and limitations on creativity. The reasons we elect to use a thematic, story-driven approach (as used in alternate reality games) are manifold: ARGs have been shown to be collaborative and inclusive [29]; to inspire counterfactual thinking [18]; to maintain engagement [17, 30]; and to provide an authentic context and purpose for presented material, both online and in the real world [8]. Specific goals of the course include:

Be inclusive and supportive of students new to CS. Our course provides students with a diverse range of challenges, enabling students to pick a start point appropriate for their own level of proficiency. As students increase their comfort level and skill set, they may independently increase the difficulty of challenges that they engage. By doing so, students develop a sense of autonomy and independent success in a new discipline. Further, our exercises feature a variety of puzzle types (requiring a combination of analytical, physical, and creative abilities to complete), providing for an opportunity to engage varying learning styles and skill development.
Maintain engagement. The course, offered as an ARG, maintains student engagement through an intriguing narrative and measurable progress, as well as provides a clear sense of purpose and shared experience among players. Students are empowered to influence outcomes and increase their own stake in the game. In the long term, our ARG is designed to develop intrinsic motivators, encouraging lifelong learning in computer science and security.

Be social. Our course is played and “won,” not by individuals, but by teams working collaboratively. Creating teams helps to build a sense of community and camaraderie, providing an opportunity for students new to CS to feel supported by, not competitive with, their peers. Open dialogue and group decision-making create a space to demonstrate a democratic process where compromise, rather than competition, is critical to decision-making. We deliberately build-in incentives that encourage players to directly interact with their peers, collaboratively building useful skills, and helping one another critically think about and, ultimately, solve the challenges.

Course materials further leverage the counterfactual thinking required by ARGs [18], and strategic games more generally [6], to prompt students to engage in complex reasoning and computational thinking. By formulating problems, making abstractions, and expressing solutions in ways that can be satisfied computationally, students naturally draw upon concepts fundamental to computer science. Games provide a layer of abstraction, allowing students to conceptualize programmatic solutions to problems without necessitating prior programming skills. Further, the inherent social dynamics of ARGs encourage players to understand and interpret rules, and help others understand and apply those rules. By combing these ideas, our course has the potential to encourage students to learn to think through a language of computation, and then use it to articulate computational concepts with their peers. Using ARG techniques, our course attempts to:

Develop “adversarial thinking.” ARGs provide unique opportunities to engage in the types of thinking beneficial to security researchers and practitioners. Namely, they inspire a counterfactual (“what-if”) approach to problem solving, allowing students to explore the ways systems are intended to operate and, perhaps more interestingly, how they may fail. They are also supportive of thinking adversarially about a system. Exploring the ethical and moral boundaries of the use of computer systems may cause discomfort in students that consider themselves strictly law-abiding or professionally responsible. ARGs use a fictional narrative and role-playing as freedoms for thinking about a complex system from multiple perspectives without penalty.

Be relevant. ARGs can create an authentic and relatable context for exploring basic security principles and practices. ARGs adhere to a “this is not a game” philosophy [33], where students engage with the game in their own “reality,” not in an isolated arena, such as those provided by capture the flag environments. For example, ARGs often use familiar and socially relevant technologies (e.g. SMS, Twitter, YouTube) as part of the storytelling. Using familiar technologies causes students to explore their understanding of those technologies in real life, affecting behavioral changes in how they use them (e.g., strengthening password selections, weighing the consequences of posting embarrassing photos online).

Reflect scientific accuracy. Of primary importance is ensuring that puzzles, behaviors, and relationships represented in the game reflect scientifically- and technically-accurate phenomena. Given the omnipresence of security terminology in society (passwords, hackers, malware, etc.), ARGs let players see these as terms in a meaningful context. Since the game’s narrative takes place in “our reality,” it can be suggestive of the true roles and limits of these technologies in the real world.

3.1 Course Organization & Delivery

The course is organized into seven modules delivered over ten weeks. Each module explores a different security topic, supported by a set of core CS principles. Every module (or level) is divided into incrementally difficult exercises (or challenges) to scaffold instruction. Each challenge is connected thematically to security and objectively to the module’s target objectives.

Students are organized into groups of four, where team members work together throughout the quarter. Our incoming CS students are fairly typical of national trends in that they reflect a broad range of prior computer science and programming experiences. Students range from those with top CS Advanced Placement scores, to those with prior programming experience from clubs or online courses, to those motivated to pursue the subject but with no prior experience and demonstrating low computer comfort. This vast differential in CS experience can pose a challenge in the classroom [12, 27]. Our strategy is to identify and evenly distribute experienced students amongst the teams, to achieve balance and create an inclusive environment. We conducted a brief, online survey on the first day of class, asking students to identify their confidence using a computer, to describe their experience in computer programming, and to describe any experience with computer security (casual interest, participation in CTFs, etc.).

During the course, students are tasked with solving all challenges within a level as a group. Modules are
designed to be solved using a variety of approaches, including computer programming (e.g. port scanning for hidden web services), social engineering (e.g. fooling the instructor into entering a flag into a student-designed phishing website), and physical security (e.g. picking a lock, used on a locker containing a cell phone used for two-factor authentication).

While some ARGs blur the line between where the game ends and the “real world” begins, we endeavor to create a clearly-marked safe space in which students can explore concrete security concepts without repercussion. Our narrative is more like a campus treasure-hunt, where the boundary of the game is always clear and the freedom to play is unambiguous. We contend that if these lines are blurred, the ambiguity may lead students to discomfort when differentiating these spaces, e.g. when permission to attack is unclear or if attacking peers is acceptable. In contrast, our narratives always include permission and lead students to only attack systems clearly controlled by the instructor. Further, our approach provides many opportunities for discussions throughout the quarter on topics related to ethics, campus policies, responsible disclosure, and state and federal laws regarding hacking.

A live scoreboard allows teams to submit solutions (flags) and provides immediate, albeit coarse, feedback on every groups’ progress (see Figure 1a). Rather than institute a point-award system tied directly to grades, the scoreboard is informational and tracks the progress of teams, and the class as a whole, toward solving challenges. The goal is to inspire friendly team competition and motivate students to engage in the material. When every team has solved all challenges in a level, the class is allowed to progress to the next level’s set of exercises.

In addition to technical exercises, at the end of each module students are asked to reflect on their individual experiences, motivated by a prompt. These responses serve as a valuable pedagogical tool for identifying technical misconceptions, social problems within the group, degenerative cases in the challenges, and bugs in the infrastructure. Capturing responses weekly allowed us to tweak course content, infrastructure, and rules to improve gameplay and content delivery. Further, the journals yield valuable insight in measuring and evaluating classroom and project objectives (see Section 4.1).

3.2 Example Level: Authentication

In one of the early modules on identity and authentication, students are led to the instructor’s personal password manager. Groups are challenged to pen-test this custom, web-based application, featuring obviously shoddy protection mechanisms: students can see a graphical interface for entering a single digit passcode (see Figure 1b). It is immediately obvious to students that they must correctly guess the passcode to unlock the next challenge. Because the passcode is a single digit, students can effectively guess it “by hand.” Once solved, a flag is revealed and can be submitted to the scoreboard, unlocking the next challenge. The next challenge presents a similar interface, but requires a three digit code. As instructional scaffolding, students build on their prior work (incrementally modifying it to satisfy new restrictions and add features) and can test their programs against stages with previously cracked passwords. The final three challenges include cracking: a password chosen from a dictionary; a weak, four-word passphrase, where each word can be solved independently and in parallel by the group; and a random six-character password, where failed log-in attempts generate a debug message revealing the SHA1 hash of the target passcode. The final stage unlocks cre-
dents for a Google account and a QR code revealing the GPS location of the mobile phone to which two-factor authentication codes are sent. Once found, students capture the flag stored in a Google Doc.

While these challenges are (intentionally) artificial, implementing a programmatic method of interacting with a web-server is authentic, as are the core mechanics of cracking passwords. These are tied to a playful and engaging puzzle-based narrative, to leverage student experiences to build new understandings. Abstractly, students develop intuitions that are at the core of complex security topics—like hardness amplification, password entropy, and the limits of password authentication—while avoiding much of the prerequisite knowledge required to explore these topics fully. These intuitions are built by engaging with and using a variety of fundamental CS concepts: programmatic constructs like loops, conditionals, and logical operators; the use of an application program interface; client-server interactions; and data representation and encoding (e.g., hex, base64, URL-encoding).

4 Course Assessment

We offered an inaugural version of the course in Fall 2014 with 29 students (24 male, 5 female) enrolled. Of these, 28 were “traditional” freshmen (recent high school graduates, 17–19 years old), and one was a transfer student with Junior standing but no formal CS coursework. Our pre-course survey revealed that no students claimed any prior experience with security (e.g. via clubs, CTFs, or independent inquiry) but for many it was a topic that piqued their interest.

During design and before enrollment, we partnered with an educational evaluator to guide assessment. Our course assessment methodology consists of a mixed-methods approach, including: surveys, reflective journal prompts, student interviews, and when possible, assessments embedded within the game itself. Our evaluation protocol and all assessment tools and strategies were approved by our campus institutional review board. This preliminary evaluation begins to address our course’s goals identified in Section 3, including: (i) the use of game-based learning to engage first-year students in computer science and computer security, (ii) boosting confidence in learning and attitudes toward success in computer security, and (iii) improving students’ awareness and behaviors about privacy and security.

4.1 Journal Observations

Through the use of reflective exercises—those that encourage students to make new connections between a variety of experiences through metacognition—students demonstrate better performance, greater retention, and stronger engagement with course material. Indeed, reflective exercises have grown in popularity across many STEM disciplines [23], including computer science [16]. Following this practice, at the end of each week we tasked students to reflect on specific aspects of their course experience, directed by a prompt 1. Students were provided a private wiki space on the course website (accessible only to them, the instructor, and the evaluator) to use as a journal. Students were also welcomed to remark on any issues they considered relevant to course material, delivery, instruction modality (e.g. frustration with the game infrastructure), and group dynamics.

These open-ended journal responses were analyzed using the constant comparative method [32]. We used open and axial coding to generate descriptive categories from the data. Purposeful response samples were chosen to illustrate key findings from the data.

Game Play. Overall, our results show students were positively disposed to class exercises, and its narrative helped increase engagement and participation. Journals reflect that students felt the labs were “fun exercises” and that the class “wouldn’t be as fun” without them. Students attested that their curiosities in the progress of other teams compelled them to work harder and be more engaged. Some students remarked that the “cloak and dagger” themes drew them into making connections to real-world computer security issues (e.g. the Target credit card breach), and characterized their intrigue by discussing the “problem solving” encouraged in these activities. The game play also fostered curiosity in the discipline, broadly. Students expressed “needing to continue learning,” “wanting to stay in the major” and an acknowledgement that these activities “barely scratched the surface” of all that they need to know, opening up an “entirely new world.” Additionally, at least two students wrote about their interest in a potential job in computer security under the premise that the job would entail work of this nature.

Group Dynamics. We hoped to leverage the many benefits associated with group work, fostering a sense of community within teams and leverage the varying skills and experiences students brought to the group. Thus, we are interested in the roles students perceived themselves and others playing during group work. When prompted, students characterized their teammates broadly, and directly related to a student’s prior experience with programming. These roles can be generally categorized as “leaders/mentors” (those who knew how to code) and “learners” (those who didn’t). We observe that “leaders”

---

1Journal prompts and the constructs they intend to measure are available at: https://github.com/TableTopSecurity/cpe123-evaluation.
were often described as taking a position of privilege by sitting at the keyboard during group work, but we did not observe any abuse of power to control or bully less experienced team members. Indeed, experienced students felt compelled to help their teammates, with many embracing the role, with far fewer perceiving it as a burden.

Interestingly, students’ perception of their own role was more varied and nuanced but, again, largely dependent on prior programming experience. While some students lacking this experience considered themselves “needy” and dependent on group leaders with respect to the programming assignments, many viewed themselves as contributing to the group through positive support roles, including “quality assurance,” “project manager,” “researcher,” and “facilitator of collaboration.”

As observed previously [11, 27], prior experience in coding creates cultural division among students, but in our study, one that isn’t invariably negative. While some students stated that their lack of coding experience led them to initially feel less confident in labs (with at least two students claiming it greatly impacted their participation in lab and their social positioning in the group), many more expressed that this lack of experience compelled them to participate more in lab and to “develop coping mechanisms to get around no code knowledge.”

We are encouraged by our observations and believe our exercises, which are expressly designed to emphasize a variety of skills and abilities, can be supportive of students with mixed experiences and have the potential to be as effective as multi-entry path curriculums.

Changes in Real World Behaviors. Students were prompted to reflect upon connections they made between class topics and their behaviors outside of class. The most frequent change cited was in creating more secure passwords, or acquiring a (good) password manager to handle more complex passwords. One student stated that he began to examine the source code of websites he visited out of curiosity. At least five students stated the course inspired independent and extracurricular investigation into security topics, including: best practices for securing websites, secure coding practices, and advanced techniques for cracking passwords. Some began to attend our university’s computer security club meetings. Some students mentioned discussing course materials outside of class, typically with parents, family or friends. These conversations tended to involve encouraging people to adopt more sophisticated passwords (e.g., length of the password used to protect a home network).

There were also quite a few students who did not change any behaviors. For some, their self-evaluation admitted insecure practices, but discussed possible future action (e.g., changing passwords in the future). One student stated he did not think his information was valuable enough to merit any change in behavior. Thus, even among students whose actions went largely unchanged, we found the cognition and reasoning behind those actions demonstrate thoughtfulness and self-reflection.

**Perceptions Toward Security.** Throughout the course, we challenged students to think adversarially about many technologies they regularly use by asking them to attack or misuse these services. For example, in response to a challenge involving crafting a phishing e-mail directed against the instructor, some students expressed a degree of anxiety, feeling they were being asked to engage in nefarious activities or being graded on “being immoral.” They found completing these deceptive tasks “requires strong moral values.” Exercises instilled in students realizations that “the people on the other side of the screen [may not always be] good hearted, honest people;” a greater inclination toward counterfactual problem solving and breaking systems down into their constituent parts, and a sense of empowerment, i.e., that their “power can be used for the greater good.”

### 4.2 Survey Results

To assess the effect of our course on student attitudes toward computer security, we built a survey instrument, administered in the first and last weeks of the course. Our survey is based on a reliable and validated instrument called the Computer Attitude Scale (CAS) due to Loyd and Gressard [24] and Loyd and Loyd [25]. The CAS is a Likert-type instrument consisting of 40 items, designed to measure attitude toward working with computers, including anxiety, confidence, utility, and perceived success in the field. While intended for use in any field involving computer use, we seek to characterize the same attitudes among students new to computer security.

Specifically, students were asked questions that ascertained beliefs about their abilities to be successful in computer security through self-perceived aptitudes to handle challenging problems and to excel in coursework. Students were also asked questions that sought to measure their attitudes toward being successful in the discipline and to assess their feelings toward being recognized by peers as being good at computer security. To leverage the reliability and validity of the CAS, where appropriate we simply rephrased “computer science” to “computer security.” We also introduced new instrument items related to attitudes towards women in computer security. These questions attempt to assess student beliefs about women’s capabilities in handling security challenges, the appropriateness of the field for women, and the likelihood of a woman excelling in the discipline.

---

2 Full survey instrument is available at: [https://github.com/TableTopSecurity/cpe123-evaluation](https://github.com/TableTopSecurity/cpe123-evaluation).
In their group. Programming, however, was recognized as an empowering skill, and prior coding experience had a major influence on their perceived role in their group. Programming, however, was recognized by most students as secondary to more core learning objectives. Some students unfamiliar with programming at the start of class attested that the course, rather than focusing on coding, emphasized problem-solving abilities and critical thinking skills. Students with prior programming experience especially recognized that code was “the least relevant skill required in this class;” the “challenge is the challenge itself, not the tools needed;” and the true requirement to solve each challenge is a “sense of logic.” We consider this evidence that computer security concepts can be explored effectively in early undergraduate courses as more than brief diversions, without distracting students from core computational lessons or requiring specialized context.

Overall, our initial experiences are very positive. Using ARG-style narratives may help bridge class concepts to the real world, drawing students into fictional scenarios presenting authentic problems employing computation. This also provides rich fodder for discussions about professional and personal ethics, in a relevant, shared setting. Motivating computer science using security challenges, adversarial thinking and intriguing narrative appears to be a promising pedagogical approach, providing intrinsic motivators like those in courses exploring computers for expressive, creative tasks, e.g., game design.

Over successive iterations, we will improve assessment and expand evaluation. Most immediately, we will continue to use, refine, and make publicly available our evaluation instruments. And will ultimately perform longitudinal evaluation, tracking students through their undergraduate careers and comparing their paths to those of students in course sections exploring other themes. Further, we hope to augment our assessments with other tools explored in pedagogical research involving ARGs. Indeed, the genesis of our project is based on a belief that there is enormous value in bridging two communities: those employing game-like security exercises, like CTFs, and those using pedagogical ARGs. We believe the evaluative frameworks developed for pervasive games and ARGs may be broadly useful to security competitions.

Many new research questions have emerged as a result of our initial inquiry. We view our project as having the ability to merge the best parts of a security competition with the best parts of educational ARGs and pervasive games. We find games played “in the real world,” mixing puzzles and collaborative play to create fun and educational experiences, have high value warranting continued study: they provide authentic tasks requiring sophisticated problem-solving using real tools, in an environment that is made accessible, social and inclusive; use narrative and team play to stimulate “adversarial” thinking; provoke counterfactual reasoning; and, engage students leveraging the freedoms of play.

<table>
<thead>
<tr>
<th>Variable</th>
<th>Pre-Survey</th>
<th>Post-Survey</th>
</tr>
</thead>
<tbody>
<tr>
<td>Confidence in learning</td>
<td>3.64</td>
<td>4.41</td>
</tr>
<tr>
<td>Fit for women</td>
<td>4.43</td>
<td>4.45</td>
</tr>
<tr>
<td>Effective motivation</td>
<td>4.3</td>
<td>4.2</td>
</tr>
<tr>
<td>Secure computing behaviors</td>
<td>3.39</td>
<td>3.41</td>
</tr>
</tbody>
</table>

Table 1: Results from pre- and post-course surveys measuring students’ attitudes toward variable aspects of computer security, presented as composite means (out of 5).

Upon collecting pre-survey data, evaluation was done to determine the reliability of the survey instrument. Cronbach’s Alpha was used to measure the internal consistency of the questions with the measured constructs. Based on those results, questions were revised and/or omitted in order to ensure a more reliable instrument for the post-survey. Only questions not requiring revision are analyzed in this work. Additional measures were also taken to ensure the validity of the survey instrument. A construct validity check was completed by an expert in the field. In this capacity, constructs were attributed to questions to yield a 95% accuracy rate. Also, cognitive interviews with three CS majors (2 male, 1 female) were conducted prior to the pre-survey in order to have the survey questions interpreted by representative members of our sample.

Our initial survey results are positive (see Table 1). Prior to taking the course, students were neutral regarding their confidence in being able to learn computer security. Post-survey data show students’ levels of confidence in learning computer security slightly increased after completing the course. We were also pleased to measure that pre-survey data show that students overwhelmingly believe that women fit in the field of computer security and students maintained these beliefs after taking the course. In addition, pre-survey data show students were favorably motivated by problems of a challenging nature and after participating in the course, students still attested to challenge as a motivator in the discipline. Lastly, students were asked a series of questions that ascertained their use of secure computing behaviors (e.g., I change my computing habits when I use a computer that is not my own). Subsequently, students attested to using more secure behaviors, particularly their confidence in the ability to identify potentially malicious emails or websites.

5 Conclusions & Future Work

In our course, students had to think computationally and adversarially to solve challenges related to attacking or misusing systems. Toward this goal, students found programming to be an empowering skill, and prior coding experience had a major influence on their perceived role in their group. Programming, however, was recognized
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